**Fcfs algorithm**: **Problem Description:**

Write an FCFS Scheduling Program in C to determine the average waiting time and average turnaround time has given n processes and their burst times.

**FCFS Scheduling Algorithm:**

The CPU scheduling algorithm First Come, First Served (**FCFS**), also known as First In, First Out (**FIFO**), allocates the CPU to the processes in the order they are queued in the ready queue.

**FCFS** uses non-preemptive scheduling, which means that once a CPU has been assigned to a process, it stays assigned to that process until it is either not terminated or may be interrupted by an I/O interrupt.

**Problem Solution**

1. Enter all the processes and their burst time.  
2. Find waiting time, **WT** of all the processes.  
3. For the 1st process, **WT = 0**.  
4. For all the next processes i, **WT[i] = BT[i-1] + WT[i-1]**.  
5. Calculate Turnaround **time = WT + BT** for all the processes.  
6. Calculate **average waiting time** = total waiting time/no. of processes.  
7. Calculate **average turnaround time** = total turnaround time/no. of processes.

**Example:**

|  |  |  |
| --- | --- | --- |
| **Process** | **Arrival Time** | **Burst Time** |
| P1 | 0 | 5 |
| P2 | 0 | 11 |
| P3 | 0 | 11 |

**Gantt Chart:**  
![FCFS Scheduling Example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvcAAABFCAMAAAD5PDneAAAAwFBMVEX////s7Oz//wDd3d3Q0NDp6QbDw8P0sIPMzA+1tbXfo3vAwBKnp6fQmXW1tRbEkXCqqhmYmJi5imufnxyuhGiJiYmUlB+kfWMAsPCZdl8Go9x6enqPcFt/fyYLmc2GalcPkcESirZzcylpaWl7Y1QWhKwZfaFoaCxwXE8cdpcfcI1lVUsiaoRXV1dcXDAmY3paTkcpXG9RUTMsVWRQSEJHR0cwTllGRjczSE9FQT83QUU6Ojo0NDQjIyMREREAAABROCrSAAAEkUlEQVR42u2cbV/aPBSH24IgrmzCPRQtwrRM0IowISietuf7f6v90mdYGLy7s/C/XlgT39Tk8uTkJGJZAAAAAAAAAAAAAODfhQEwmj3eO5rBfXAYboLjgPfwHt7De3gP7+E9vIf38B7ew3t4D+/hPbyH9/DeuSLJ28OXvOP8nUzxfpn8buv5MGkNX9ZEH8+38H6HbjJMm+A6bV5PN0SLwYXp3r9NJpM3oru0fflOBnm/Xi6Xn0SP/X7/6ZPW8/kHrW/h/a73myAIFkSLi2azvaJNMBqvkobR3l/Jx5d3ukybr68GeX8vH09Ew37/aZ005jSH97veB/LRXtC42WxO00g/TRrGe+9c0sRxnDt6PZuY5n1/Ts9F3y19wnul9802Udn5Les03fszepdh/85xzPP+J/0qO4ngvdr75oK+nZz3TpHWm+f9PS0r3iPe7/M+oG7ROaLBSXh/nuQ5Znr/VMlzfiK/3+v9pshzulMKTmJf6zzkcd88728/Mv8la/oB79Xe32RPWdVc3Rhfv79ynLOvD/R6Zqb3w8d1JcTP6QX1e6X33RFt0vR+MJgGRGPT433KJNfeKO9TStUfq5k+vK+eWxGtyl1t82Js/L72bTK5+u+87JkYdW716/lxWNFel1Mr7c6tRoPudu+qUtwxuZ5jpPf3W22dtNdxX7vFiLrw3gjvtdJee+/H8N4M7/XSXnvvV9SG9wZ4r5n2unr/vXsq+9rT8P4HJZczJS/wfr/3A3kdcxBsTuQ+pvHe31PBEt7v9759E8jL+NNrw8+t8P9WJ++97sB7eA/v4T28h/fwHt7De3gP7+E9vIf38B7ew3szvAfgBD//HgAAAAAAAAAAAAAAAAAAulHzY+awZ+vyPsVhQwNzo6YeV05iGn7EzBFGJcPuCGYOvZplWaJydLVrUy1m9gVzXNfkvZkjkVDHJCpx48oJpM8ceT1fYFiyMBAxR36Y+uyJjJh51ybB7FpWgznU5MWZe5i+v9Crnrz7zD6GpBo2Z5ErY8PWEmj/uSDWmUU2gC14/w/gMctwVgzWDEOyY37yNaxG+F4S27foMHeyEfR18d7F5P1lWoUr1+i0MWOuYUhUiEpGb8cc725fZ9nP7Szu/+90sKE9ZlLzGgCynL1DVMR7l9lT/LyWl1F0SV/h/ZHe15ndpBrnIer/WR0pGpFiVayEDm28j5lj0bExe4e8b8gdbtSb6VON02gX1Mm/b6lWRe28bwgx681iTOUR3svSjpcu5ChkVnGr5UmhyiC08778g8VZzBHei7x6gUynpF7dyNaVJXrt8vucEHn+Md73sClSal8mC76yQOiX9ZxQq5fHVB6V38P7A9rX1IlDXr9v6VYS8zCVB72v5cdWPgZrj/blmrhNLYvzvm7HRRFS1oPeF3l9xDFGRam9HTMrK4Op8C1ttpFucl3CxsWTY7xvMYd2MoceRkWlvazsqD2yQ73uY4YcC09eoBMo4B/0Xhofe1FqP7AsKy6u8wqRpQ17xLb1OvFzZe2ewxku6RzjvdWSd8xFB2OSsfNpUTjZAAAAAAAAAABgEL8Bzkix5WSR2K0AAAAASUVORK5CYII=)

#include<stdio.h>

void main()

{

int i,n,sum,wt,tat,twt,ttat;

int t[10];

float awt,atat;

clrscr();

printf("enter no.of processor:\n");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter the burst time of the process %d", i+1);

scanf("\n%d", &t[i]);

}

printf("\n\n First come first serve scheduling Algorithm");

printf("\n process id\twaiting time\tTurn aroundtime");

printf("\n1\t\t0\t\t%d\n",t[0]);

sum=0;

twt=0;

ttat=t[0];

for(i=1;i<n;i++)

{

sum+=t[i-1];

wt=sum;

tat=sum+t[i];

twt=twt+wt;

ttat=ttat+tat;

printf("\n%d\t\t%d\t\t%d",i+1,wt,tat);

printf("\n\n");

}

awt=(float) twt/n;

atat=(float) ttat/n;

printf("\nAverage waiting time%4.2f",awt);

printf("\nAvereage Turn around time:%4.2f",atat);

getch();

}

**SJF algorithm:**

Write an SJF scheduling program in C to determine the average waiting time and average turnaround time given n processes and their burst times.

**SJF Scheduling Algorithm in C:**

The CPU scheduling algorithm Shortest Job First (**SJF**), allocates the CPU to the processes according to the process with smallest execution time.

**SJF** uses both preemptive and non-preemptive scheduling. The preemptive version of SJF is called **SRTF** (Shortest Remaining Time First). Here we will discuss about SJF i.e., the non-preemptive scheduling.

**Advantages of SJF:**

* It has the minimum waiting time among all the scheduling algorithms.
* A process having larger burst time may get into starvation but the problem can be solved using concept of Ageing.
* It is a greedy algorithm and provides optimal scheduling.

**Problem Solution**

1. Enter number of processes.  
2. Enter the **burst time** of all the processes.  
3. Sort all the processes according to their **burst time**.  
4. Find waiting time, **WT** of all the processes.  
5. For the smallest process, **WT = 0**.  
6. For all the next processes **i**, find waiting time by adding burst time of all the previously completed process.  
7. Calculate **Turnaround time = WT + BT** for all the processes.  
8. Calculate **average waiting time = total waiting time / no. of processes**.  
9. Calculate **average turnaround time= total turnaround time / no. of processes**.

**SJF Example:**

|  |  |  |
| --- | --- | --- |
| **Process** | **Arrival Time** | **Burst Time** |
| P1 | 0 | 5 |
| P2 | 0 | 4 |
| P3 | 0 | 12 |
| P4 | 0 | 7 |

**Gantt Chart:**  
![SJF Scheduling Example](data:image/png;base64,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)

|  |
| --- |
| #include<stdio.h>   int main()  {      int bt[20],p[20],wt[20],tat[20],i,j,n,total=0,pos,temp;      float avg\_wt,avg\_tat;      printf("Enter number of process:");      scanf("%d",&n);        printf("nEnter Burst Time:n");      for(i=0;i<n;i++)      {          printf("p%d:",i+1);          scanf("%d",&bt[i]);          p[i]=i+1;      }       //sorting of burst times      for(i=0;i<n;i++)      {          pos=i;          for(j=i+1;j<n;j++)          {              if(bt[j]<bt[pos])                  pos=j;          }            temp=bt[i];          bt[i]=bt[pos];          bt[pos]=temp;            temp=p[i];          p[i]=p[pos];          p[pos]=temp;      }        wt[0]=0;          for(i=1;i<n;i++)      {          wt[i]=0;          for(j=0;j<i;j++)              wt[i]+=bt[j];            total+=wt[i];      }        avg\_wt=(float)total/n;      total=0;        printf("nProcesst    Burst Time    tWaiting TimetTurnaround Time");  for(i=0;i<n;i++)  {          tat[i]=bt[i]+wt[i];          total+=tat[i];          printf("np%dtt  %dtt    %dttt%d",p[i],bt[i],wt[i],tat[i]);      }        avg\_tat=(float)total/n;      printf("nnAverage Waiting Time=%f",avg\_wt);      printf("nAverage Turnaround Time=%fn",avg\_tat);  } |

**Priority algorithm:**

**Priority Scheduling** is a CPU scheduling algorithm in which the CPU performs the task having higher priority at first. If two processes have the same priority then scheduling is done on **FCFS** basis (first come first serve). Priority Scheduling is of two types : **Preemptive** and **Non-Preemptive**.

**Preemptive:** In this case, resources can be voluntarily snatched.

**Non-Preemptive:** In this type, if a process is once started, it will execute completely i.e resources cannot be snatched.

**Following are the basic terminologies:**

**Waiting Time:** Time for which the process has to wait in the ready queue.

**Turn Around Time:** Total time taken by the process for execution (waiting time + burst time).

**Problem Description:**

Write a C Program to implement priority scheduling.

**Example:**  
Following is the example of non preemptive scheduling with arrival time zero.

|  |  |  |
| --- | --- | --- |
| **Process** | **Burst Time** | **Priority** |
|  |  |  |
| P1 | 5 | 1 |
| P2 | 7 | 6 |
| P3 | 2 | 4 |
| P4 | 3 | 5 |

Since scheduling is non preemptive, which means that the process will be fully executed once its execution is started. So processes will be executed in the same order of priority.

**Order:** P2, P4, P3, P1

P2 will be executed from 0 to 7.  
P4 will be executed from 7 to 10.  
P3 will be executed from 10 to 12.  
P1 will be executed from 12 to 17.

|  |  |  |  |
| --- | --- | --- | --- |
| **Process Id** | **Burst Time** | **Wait Time** | **Turn Around Time** |
|  |  |  |  |
| P2 | 7 | 0 | 7 |
| P4 | 3 | 7 | 10 |
| P3 | 2 | 10 | 12 |
| P1 | 5 | 12 | 17 |

**Problem Solution:**

**Priority Scheduling Algorithm:**

**Take**[**C Programming Tests**](https://test.sanfoundry.com/c-programming-tests/)**Now!**

Step 1: Start the Program.  
Step 2: Input the number of processes.  
Step 3: Input the burst time and priority for each process.  
Step 4: Sort the element on the basis of priority.  
Step 5: Print order of execution of their process with their time stamp (wait time and turnaround time).  
Step 6: End the Program.

#

#include<stdio.h>

// structure representing a structure

struct priority\_scheduling

{

// name of the process

char process\_name;

// time required for execution

int burst\_time;

// waiting time of a process

int waiting\_time;

// total time of execution

int turn\_around\_time;

// priority of the process

int priority;

};

int main()

{

// total number of processes

int number\_of\_process;

// total waiting and turnaround time

int total = 0;

// temporary structure for swapping

struct priority\_scheduling temp\_process;

// ASCII numbers are used to represent the name of the process

int ASCII\_number = 65;

// swapping position

int position;

// average waiting time of the process

float average\_waiting\_time;

// average turnaround time of the process

float average\_turnaround\_time;

printf("Enter the total number of Processes: ");

// get the total number of the process as input

scanf("%d", & number\_of\_process);

// initializing the structure array

struct priority\_scheduling process[number\_of\_process];

printf("\nPlease Enter the Burst Time and Priority of each process:\n");

// get burst time and priority of all process

for (int i = 0; i < number\_of\_process; i++)

{

// assign names consecutively using ASCII number

process[i].process\_name = (char) ASCII\_number;

printf("\nEnter the details of the process %c \n", process[i].process\_name);

printf("Enter the burst time: ");

scanf("%d", & process[i].burst\_time);

printf("Enter the no processes priority: ");

scanf("%d", & process[i].priority);

// increment the ASCII number to get the next alphabet

ASCII\_number++;

}

// swap process according to high priority

for (int i = 0; i < number\_of\_process; i++)

{

position = i;

for (int j = i + 1; j < number\_of\_process; j++)

{

// check if priority is higher for swapping

if (process[j].priority > process[position].priority)

position = j;

}

// swapping of lower priority process with the higher priority process

temp\_process = process[i];

process[i] = process[position];

process[position] = temp\_process;

}

// First process will not have to wait and hence has a waiting time of 0

process[0].waiting\_time = 0;

for (int i = 1; i < number\_of\_process; i++) {

process[i].waiting\_time = 0;

for (int j = 0; j < i; j++) {

// calculate waiting time

process[i].waiting\_time += process[j].burst\_time;

}

// calculate total waiting time

total += process[i].waiting\_time;

}

// calculate average waiting time

average\_waiting\_time = (float) total / (float) number\_of\_process;

// assigning total as 0 for next calculations

total = 0;

printf("\n\nProcess\_name \t Burst Time \t Waiting Time \t Turnaround Time\n");

printf("------------------------------------------------------------\n");

for (int i = 0; i < number\_of\_process; i++)

{

// calculating the turnaround time of the processes

process[i].turn\_around\_time = process[i].burst\_time + process[i].waiting\_time;

// calculating the total turnaround time.

total += process[i].turn\_around\_time;

// printing all the values

printf("\t %c \t\t %d \t\t %d \t\t %d", process[i].process\_name, process[i].burst\_time, process[i].waiting\_time, process[i].turn\_around\_time);

printf("\n-----------------------------------------------------------\n");

}

// calculating the average turn\_around time

average\_turnaround\_time = (float) total / (float) number\_of\_process;

// average waiting time

printf("\n\n Average Waiting Time : %f", average\_waiting\_time);

// average turnaround time

printf("\n Average Turnaround Time: %f\n", average\_turnaround\_time);

return 0;

}

**ROUND ROBIN SCHEDULING ALGORITHM**

**Problem Description:**

Write a C Program that implements the Round Robin Scheduling algorithm and determines the average waiting time and turnaround time.

**What is Round Robin Scheduling in C?**

**Round Robin Scheduling** is a CPU scheduling algorithm in which each process is executed for a fixed time slot. Since the resources are snatched after the time slot, round robin is preemptive.

**Preemptive:** In this type, resources can be voluntarily snatched.

**Non-Preemptive:** In this type, if a process is once started, it will execute completely i.e resources cannot be snatched.

Following are the basic terminologies:

**Turnaround Time:** Difference between completion time and arrival time.

**Turnaround Time = Completion Time – Arrival Time**

**Waiting Time:** Time Difference between tur**Problem Solution**

**Round Robin Scheduling Algorithm:**

Step 1: Start the Program.  
Step 2: Input the number of processes.  
Step 3: Input the burst time and arrival time of each process and the limit of the time slot.  
Step 4: Push all processes into the ready queue according to their arrival time. Then execute each process upto time slot and push left over process in queue again for execution.  
Step 5: After a process is completely executed, print its turn around time and waiting time.

**Example:**

Following is the example of round robin scheduling.

|  |  |  |
| --- | --- | --- |
| **Process Id** | **Arrival Time** | **Burst Time** |
| P1 | 0 | 10 |
| P2 | 1 | 8 |
| P3 | 2 | 7 |

**Time Slot** is 5 Sec.

First **P1** is executed for 5 seconds, left burst time is 5 sec

Then **P2** is executed for 5 seconds, left burst time is 3 sec

Then **P3** is executed for 5 seconds, left burst time is 2 sec

Then **P1** is executed for 5 seconds, execution of **P1** is completed.

Then **P2** is executed for 3 seconds, execution of **P2** is completed.

Then **P1** is executed for 2 sec, execution **P3** is completed.

naround time and burst time.

**Waiting Time = Turnaround Time – Burst Time**

#rround robin

#include<stdio.h>

int main()

{

int i, limit, total = 0, x, counter = 0, time\_quantum;

int wait\_time = 0, turnaround\_time = 0, arrival\_time[10], burst\_time[10], temp[10];

float average\_wait\_time, average\_turnaround\_time;

printf("nEnter Total Number of Processes:t");

scanf("%d", &limit);

x = limit;

for(i = 0; i < limit; i++)

{

printf("nEnter Details of Process[%d]n", i + 1);

printf("Arrival Time:t");

scanf("%d", &arrival\_time[i]);

printf("Burst Time:t");

scanf("%d", &burst\_time[i]);

temp[i] = burst\_time[i];

}

printf("nEnter Time Quantum:t");

scanf("%d", &time\_quantum);

printf("nProcess ID\t\tBurst Timet \tTurnaround Time\t Waiting Timen");

for(total = 0, i = 0; x != 0;)

{

if(temp[i] <= time\_quantum && temp[i] > 0)

{

total = total + temp[i];

temp[i] = 0;

counter = 1;

}

else if(temp[i] > 0)

{

temp[i] = temp[i] - time\_quantum;

total = total + time\_quantum;

}

if(temp[i] == 0 && counter == 1)

{

x--;

printf("\nProcess[%d]\t\t%d\t\t %d\t\t\t\t %d", i + 1, burst\_time[i], total - arrival\_time[i], total - arrival\_time[i] - burst\_time[i]);

wait\_time = wait\_time + total - arrival\_time[i] - burst\_time[i];

turnaround\_time = turnaround\_time + total - arrival\_time[i];

counter = 0;

}

if(i == limit - 1)

{

i = 0;

}

else if(arrival\_time[i + 1] <= total)

{

i++;

}

else

{

i = 0;

}

}

average\_wait\_time = wait\_time \* 1.0 / limit;

average\_turnaround\_time = turnaround\_time \* 1.0 / limit;

printf("nnAverage Waiting Time:\t%f", average\_wait\_time);

printf("nAvg Turnaround Time:\t%f\n", average\_turnaround\_time);

return 0;

}